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# 1. Autores del trabajo, planificación y entrega

## 1.1 Autores

SAMUEL CESAR SANTANA (Coordinador)

CARLOS ALBERTO EVANGELISTA CURI

JONATAN MORENO LAZARO

MARIA BENAVIDES BOLAÑOS

## 1.2 Planificación

Hay que tener en cuenta que cada participante del grupo debe tener asignadas tareas que sumen al menos 45 horas. El peso de este trabajo en la calificación total de la asignatura es de un 30%, por lo tanto, requiere de una dedicación de 45 horas del total de 150 horas de la asignatura.

El reparto de tareas ha sido equitativo, diferenciando las tareas del coordinador, por un lado, y la del resto de integrantes del grupo. Cada miembro del grupo se ha especializado en un lenguaje de programación. (dos en cada uno)

En este enlace esta la planificación del trabajo, que se puede usar como referencia, pero indicando los nombres reales de las tecnologías y de los participantes.

El peso de este trabajo en la calificación total de la asignatura es de un 30%, por lo tanto, requiere de una dedicación de 45 horas del total de 150 horas de la asignatura.

Al estar formado por 4 integrantes el tiempo total de desarrollo de dicho proyecto será 180 horas, repartidas en el siguiente diagrama de Gantt.

<https://app.ganttpro.com/shared/token/8bcdf9f4cef31142dd046336465332cd6389effe8fbd6e7a4aee761275827477/170949>

## 1.3 Entrega

Incluimos el enlace (URL) a un repositorio en GitHub donde incorporamos nuestro trabajo y archivos:

<https://github.com/samuel36/TG3>

* Informe del trabajo: con el nombre TG3\_final.docx
* Presentación del trabajo: TG3\_final.pptx
* Prototipos obtenidos implementando cada una de las tecnologías (deben incluir el código fuente y todos los archivos necesarios para la instalación y uso de cada prototipo):
  + PrototipoTecnologiaA\_final.zip (o .rar)
  + PrototipoTecnologiaB\_final.zip (o .rar)

# 2. Requisitos del prototipo a implementar

Implementar 3 tipos de códigos en ambas tecnologías con sus respectivas comparaciones, diseños, pruebas y ejecución:

***A. Código simple para diferenciar la sintaxis***

\* hola mundo

**B. Menú funcional de calculadora**

\*suma

\*resta

\*multiplicación

\*división

## 2.1 Requisitos funcionales

Los requisitos funcionales deben ser los mismos para las dos implementaciones.

En la siguiente tabla se indicará el catálogo de requisitos funcionales del sistema.

| REQ. | DESCRIPCIÓN |
| --- | --- |
| RF01 | Se genera un código que sacara por pantalla Un texto “Hola Mundo” |
| RF02 | Se creará una calculadora con las funcionalidades de suma, resta, multiplicación y división usando 2 argumentos |
| RF03 | Se mostrará con rasgos visibles cuando se ejecute código en Go o Rust a través de la consola del sistema |
| RF04 | La aplicación utilizara los métodos correspondientes que serán mostrados por pantalla (Menú) para ser elegidos, hasta que compile exitosamente. |
| RF05 | Los datos Generados serán en tiempo Real |
| RF06 | Códigos fáciles de comparar, usar y practicar |
| RF07 | Podrá operar con números de más de 9 dígitos |
|  |  |

## 2.2 Otros requisitos

En la siguiente tabla se indicará el catálogo de requisitos no funcionales del sistema.

| **REQ.** | **DESCRIPCIÓN** |
| --- | --- |
|  | REQUISITOS HW |
| RNF01 | Será necesaria Conectividad Ethernet. |
| RNF02 | Conexión constante a la corriente. |
| RNF03 | 256MB RAM mínima requerida para el dispositivo sobre el que se instala la app |
|  | REQUISITOS SW |
| RNF04 | El lenguaje de programación debe de ser Go y Rust |
| RNF05 | Funcionará al menos sobre los siguientes sistemas operativos:   * + Windows 8   + OsX   + Android   iOS |
| RNF06 | La información mostrada no requiere de ningún coste ni de aplicaciones externas ya que son propias del equipo donde se ejecute |
|  | REQUISITOS DE RENDIMIENTO |
| RNF07 | La información se debe mostrar en menos de 30 segundos |
| RNF08 | Los usuarios deben ser capaces de aprender a utilizar el programa en 3 minutos |

# 3. Criterios de comparación en la implementación

A través del siguiente apartado se trata de establecer un conjunto de criterios que permitan evaluar la implementación de forma íntegra en cada una de las tecnologías en cuestión.

Todos los criterios de las diferentes categorías se valorarán en euros cuando este en el ámbito económico, en horas y minutos en los casos que se trate del tiempo en realizar alguna tarea. El tiempo, el precio y la calidad tendrán puntuaciones en intervalos de 1 a 10 en las tablas, siendo 1 la peor puntuación y 10 la mejor.

## 3.1 Criterio 1: Horas empleadas en el desarrollo del sistema

**Nombre del criterio:** Horas empleadas en el desarrollo del sistema.

**Descripción:** Horas invertidas en la creación de distintos códigos utilizados para la comparación

**Tipo de valor:** Numérico (horas).

## 3.2 Criterio 2: Velocidad de ejecución de Código

**Nombre del criterio:** Velocidad de ejecución de Código

**Descripción:** Relación tiempo de ejecución/tiempo de desarrollo

**Tipo de valor:** Numérico (horas).

## 3.3 Criterio 3: Documentación

**Nombre del criterio:** Documentación

**Descripción:** Se utiliza Atom como editor de código Open Source y manuales de aprendizaje e introducción a golang <https://golang.org/doc/> y <https://goyox86.github.io/elpr/README.html> para rust.

**Tipo de valor:** Económico (euros).

## 3.4 Criterio 4: Coste del entorno de desarrollo

**Nombre del criterio:** Coste del entorno de desarrollo

**Descripción:** AL ser un software distribuido y desarrollado libremente NO siendo necesario desembolsar en ningún momento un capital para adquirir el entorno de desarrollo (licencia) con lo cual el acceso ha sido gratuito desde el primer momento (libre). (Ambos lenguajes)

**Tipo de valor:** Económico (euros).

## 3.5 Criterio 5: Líneas de código

**Nombre del criterio:** Líneas de código

**Descripción:** Número de líneas que componen los distintos códigos generados en la tecnología

**Tipo de valor:** Numérico (Líneas).

## 3.6 Criterio 6: Tiempo de instalación del programa

**Nombre del criterio:** Tiempo de instalación del programa

**Descripción:** Tiempo estimado que se tarda en descargar el programa de desarrollo y la puesta en marcha del mismo

**Tipo de valor:** Numérico (minutos/horas).

## 3.7 Criterio 7: Tiempo de aprendizaje

**Nombre del criterio:** Tiempo de aprendizaje

**Descripción:** aprendizaje en horas para la investigación y pruebas en el entorno de desarrollo

**Tipo de valor:** Numérico (minutos/horas).

## 3.8 Criterio 8: Calidad del sistema

**Descripción:** Se evalúa la calidad del sistema creado por los desarrolladores, es decir, realizar una comparación de todos los aspectos de cada aplicación para ver en cuál es mejor.

Tipo de valor: intervalo [1, 10]

## 3.9 Criterio 9: Tiempo de arranque de tecnologías

**Descripción:** Es el Tiempo que pasa desde que se conecta a la aplicación, se ejecuta el código y finalmente da resultados

**Tipo de valor:** Numérico (segundos)

# 4. Proyecto de implementación de un prototipo del sistema utilizando la tecnología A

Se trata de incluir en este apartado la documentación del desarrollo del proyecto de implementación, utilizando la tecnología A, del sistema cuyos requisitos funcionales se enumeraron en el apartado 2.

## 4.1 Documentación de diseño

Hay que incluir la descripción del diseño del prototipo, incluyendo diagramas, y el diseño de la interfaz de usuario.

## 4.2 Documentación de construcción

Hay que incluir una descripción de la construcción del prototipo, incluyendo algún extracto de código fuente. No es necesario todo el código. Sólo algún extracto para ver cómo se ha comentado.

## 4.3 Documentación de pruebas

Casos de prueba establecidos y resultados de las pruebas y acciones de corrección. No es creíble que no hayan aparecido errores en los casos de prueba.

## 4.4 Documentación de instalación

Descripción suficiente para que una persona que no ha participado en el proyecto pueda instalar el prototipo.

## 4.5 Manual de usuario

Descripción suficiente para que una persona que no ha participado en el proyecto pueda utilizar toda la funcionalidad que ofrece el prototipo. Que debe coincidir con los requisitos funcionales incluidos en el apartado 2.

# 5. Proyecto de implementación de un prototipo del sistema utilizando la tecnología B

Se trata de incluir en este apartado la documentación del desarrollo del proyecto de implementación, utilizando la tecnología B, del sistema cuyos requisitos funcionales se enumeraron en el apartado 2.

## 5.1 Documentación de diseño

Hay que incluir la descripción del diseño del prototipo, incluyendo diagramas, y el diseño de la interfaz de usuario.

## 5.2 Documentación de construcción

Hay que incluir una descripción de la construcción del prototipo, incluyendo algún extracto de código fuente. No es necesario todo el código. Sólo algún extracto para ver cómo se ha comentado.

## 5.3 Documentación de pruebas

Casos de prueba establecidos y resultados de las pruebas y acciones de corrección. No es creíble que no hayan aparecido errores en los casos de prueba.

## 5.4 Documentación de instalación

Descripción suficiente para que una persona que no ha participado en el proyecto pueda instalar el prototipo.

## 5.5 Manual de usuario

Descripción suficiente para que una persona que no ha participado en el proyecto pueda utilizar toda la funcionalidad que ofrece el prototipo. Que debe coincidir con los requisitos funcionales incluidos en el apartado 2.

# 6. Comparación de las dos implementaciones

## 6.1 Evaluación de los criterios en la implementación usando el lenguaje Go

| **CRITERIO** | **EVALUACIÓN** |
| --- | --- |
| Criterio 1: Horas empleadas en el desarrollo del sistema | 8 |
| Criterio 2: Velocidad de ejecución de Código | 7 |
| Criterio 3: Documentación | 8 |
| Criterio 4: Coste del entorno de desarrollo | 9 |
| Criterio 5: Líneas de código | 8 |
| Criterio 6: Tiempo de instalación del programa | 8 |
| Criterio 7: Tiempo de aprendizaje | 7 |
| Criterio 8: Calidad del sistema | 8 |
| Criterio 9: Tiempo de arranque de tecnologías | 9 |

Criterios valorados de 1 al 10, donde 10 es la máxima puntuación según la facilidad para solucionar las cuestiones que se planteaban.

1: 30 horas. la instalación no es complicada. Hay que tener en cuenta que el lenguaje es nuevo, por lo tanto, lleva un tiempo el acostumbrarse a cada una de las situaciones que nos vamos encontrando mientras vamos avanzando.

2: rápida adaptación teniendo en cuenta que es un lenguaje nuevo.

3: la documentación es gratuita, libros en inglés. Posee buenas guías para ir adentrándonos en el lenguaje. mucha variedad de contenidos.

4: Un lenguaje gratuito, se pueden importar docs de otros usuarios a través de GitHub.

5: en total 35 líneas de código.

6: instalación en unos 30 min sencilla y rápida. hay que tener en cuenta la instalación de atom.

7: muchas horas de aprendizaje, 10 aproximadamente. leyendo, analizando, traduciendo, probando código, etc.

8: muy intuitivo. Tiene lo mejor de otros lenguajes por ejemplo de programas como c.

9: su ejecución es muy rápida.

## 6.2 Evaluación de los criterios en la implementación usando el lenguaje Rust

| **CRITERIO** | **EVALUACIÓN** |
| --- | --- |
| Criterio 1: Horas empleadas en el desarrollo del sistema | 7 |
| Criterio 2: Velocidad de ejecución de Código | 6 |
| Criterio 3: Documentación | 8 |
| Criterio 4: Coste del entorno de desarrollo | 9 |
| Criterio 5: Líneas de código | 6 |
| Criterio 6: Tiempo de instalación del programa | 7 |
| Criterio 7: Tiempo de aprendizaje | 7 |
| Criterio 8: Calidad del sistema | 7 |
| Criterio 9: Tiempo de arranque de tecnologías | 9 |

Criterios valorados de 1 al 10, donde 10 es la máxima puntuación según la facilidad para solucionar las cuestiones que se planteaban.

1: 35 horas. lo primero decir que la instalación no es tan complicada, pero puede dar algunos errores de compatibilidad si no se está acostumbrado a instalar todo lo dicho anteriormente. El lenguaje es nuevo y hay que acostumbrarse a cada uno de sus opciones. aunque una vez hecho no es tan complejo, pero la primera vez que pruebas es largo y difícil de entender.

2: la dificultad ha residido sobretodo en la puesta en marcha. en la adaptación de nuestro conocimiento de al entorno de un lenguaje nuevo podemos decir que fue rápida.

3: la documentación es gratuita, libros/videos. Posee buenas guías para ir adentrándonos en el lenguaje. La única pega es que no existe mucha variedad de contenidos al ser un lenguaje nuevo.

4: coste 0. Un lenguaje gratuito y de código abierto.

5: en total 131 líneas de código. La base parecida a otros lenguajes, con la diferencia de sus códigos particulares.

6: instalación sencilla y rápida del leguaje, pero hay que tener en cuenta la instalación de atom y de visual studio para su correcto funcionamiento. Además de la variante cargo (anexo 1)

7: muchas horas de aprendizaje, leyendo, analizando, traduciendo, probando código, etc. Hemos probado y ejecutado otros programas para el mejor conocimiento de rust, para así poder ejecutar mejor nuestro proyecto. 12 horas aproximadamente. (Incluiremos 2 programas anexos)

8: los programas van bien en rúst. Es intuitivo, aunque menos en comparación con go.

9: una vez terminado el programa podemos decir que su ejecución es muy rápida.

# 7. Comparación de la implementación de las tecnologías

Debe incluir al menos una tabla resumen, en sección de página horizontal, cruzando los criterios y los valores de cada tecnología. Con una columna de comentarios sobre la comparación

| **CRITERIOS** | **LENGUAJE GO** | **LENGUAJE RUST** | **COMENTARIOS** |
| --- | --- | --- | --- |
| Criterio1: Horas empleadas en el desarrollo del sistema | 8 | 7 | Tiempo empleado parecido, aunque mayor en rust, debido al código y a un pequeño problema de compatibilidad que tuvimos en rust.(con Windows 10) |
| Criterio2:Velocidad de ejecución de Código | 7 | 6 | La diferencia reside en el código, aunque una vez realizado el programa su velocidad de ejecución es muy rápida en ambos lenguajes |
| Criterio3: Documentación | 8 | 8 | Documentación gratuita en ambos lenguajes.  Poseen la misma problemática con los manuales, ya que están en ingles |
| Criterio4: Coste del entorno de desarrollo | 9 | 9 | Ambos gratuitos. Algo de agradecer para el usuario. |
| Criterio5: Líneas de código | 8 | 6 | Son intuitivos pero es más complicada en rust. |
| Criterio6: Tiempo de instalación del programa | 8 | 7 | Instalación parecida, rust tarda un poco más por las cosas anexas que hay que instalarle para que todo vaya bien. |
| Criterio7: Tiempo de aprendizaje | 7 | 7 | El tiempo de aprendizaje es parecido, dependerá sobretodo de lo difícil que se nos del adaptarnos al nuevo lenguaje. |
| Criterio8: Calidad del sistema | 8 | 7 | Ambos intuitivos, pero go lo es un poco más. |
| Criterio 9: Tiempo de arranque de tecnologías | 9 | 9 | Programas rápidos a la hora de ejecutar. |

# 

# 8. Conclusiones

A partir de la información incluida en el apartado 7 y de la experiencia al realizar el trabajo, el grupo debe estar en condiciones de manifestar su opinión sobre la implementación del sistema utilizando ambas tecnologías, y debe plasmarla en este apartado, indicando las ventajas e inconvenientes más relevantes de utilizar una u otra tecnología para implementar el sistema.

**La puntuación final de Go:** 72 puntos

**La puntuación final de Rust:** 66 puntos

Podemos ver como go es ligeramente superior según nuestra experiencia. Esto se debe sobre todo a mayor dificultad a la hora de programar en rust.

Ambos poseen similitudes con c. pero go resulta más intuitivo. Además, hay que tener en cuenta el mayor número de información existente de go.

Documentación gratuita en ambos lenguajes, hay multitud de manuales, la gran mayoría de ellos en inglés. Aunque se puede buscar información en castellano. También hay videos tutoriales, aunque la gran mayoría están en inglés.

Aunque hay extensos manuales generales de ambas tecnologías, a la hora de trabajar con ellos y buscar dudas específicas costaba más solucionarlas.

Creemos que para alguien que vaya a emprender el aprendizaje de un lenguaje de programación, go será más intuitivo y rápido de aprender, aunque para un usuario más avanzado rust también tendrá su atractivo.

La diferencia principal reside en el código, aunque una vez realizado el programa su ejecución es muy rápida en ambos lenguajes.

Además del trabajo principal, vemos adecuado incluir un anexo de la herramienta cargo, además de dos pequeños programas hechos en dicha herramienta.